**NODE JS**

**Proyecto REST Server**

**Cap. 100**

Iniciar nuevo proyecto

npm init -y

Crea el archivo *package.json* en el proyecto

Creamos el punto de entrada a la aplicación: Crear en la raíz el archivo *app.js*

Instalamos los siguientes componentes, express para crear un express server, y dotenv para configurar variables de entorno:

npm i express dotenv

Para chequear:

**app.js:**

console.log('hola mundo');

Luego corremos la aplicación en consola:

nodemon app

Ahora creamos nuestro Web Server, vamos a la página de *npm express:* <https://www.npmjs.com/package/express>, y copiamos la configuracíon:

const express = require('express')

const app = express()

app.get('/', function (req, res) {

res.send('Hello World')

})

app.listen(3000)

El archivo queda de esta manera

**App.js:**

const express = require('express')

const app = express()

app.get('/', function (req, res) {

  res.send('Hello World')

})

app.listen(3000)

Ya podemos abrir el navegador, vemos el *localhost* en la dirección establecida en el archivo:

<http://localhost:3000/>

Creamos en la raíz, el archivo: *.env*

Grabar adentro el nuevo puerto que vamos a utilizar:

**.env:**

PORT=8080

Hacemos el require del paquete *dotenv* para utilizar la variable de entorno y la reemplazamos

**app.js:**

require( 'dotenv' ).config();

const express = require('express')

const app = express()

app.get('/', function (req, res) {

  res.send('Hello World')

});

app.listen(process.env.PORT, () => {

    console.log( 'Servidor corriendo en puerto ', process.env.PORT );

});

INICIAR NUEVO PROYECTO

ng new gifsApp

Estrict?: y

Routing?: n

Style?: css

Descargar:

Getbootstrap.com

Codigo de instalación (jsDelivr):

<!-- CSS only -->

Abrir: src/index.html

Pegar el codigo de instalación Bootstrap dentro del <head>:

<!-- CSS only -->

<link href="https://cdn.jsdelivr.net/npm/bootstrap@5.1.3/dist/css/bootstrap.min.css" rel="stylesheet" integrity="sha384-1BmE4kWBq78iYhFldvKuhfTAU6auU8tT94WrHftjDbrCEXSU1oBoqyl2QvZ6jIW3" crossorigin="anonymous">

Iniciar el servidor:

ng serve -o

Para generar un nuevo módulo (se genera archivo.module.ts en app/nombreModulo)

ng g m dbz

Para generar un nuevo component

ng generate component <nombre>

ng g c heroes/listado

Nuevo componente sin el archivo de pruebas y la hoja de estilos:

ng g c dbz/mainPage --skip-tests -is

Para crear nuevo servicio, dentro de gifs creamos la carpeta services y dentro el archivo gifs

Ng g s gifs/services/gifs --skip-tests

Este servicio se define en el ‘root’ lo eleva en un nivel global para que esté disponible en toda la aplicación, evita tener que especificar en los providers

**Usando la API GIPHY**

Descargar: <https://developers.giphy.com/>

Daschboard

Create an app

API

Your App Name: Curso de angular de cero a experto

App Description: API para el cuso de Udemy de Angular

Copiar el link api key

Luego entrar en Docs

Buscar gif & sticker Endopoints

Luego Search Endpoint

Importar nuevo módulo en app.module.ts para que sea de manera global

import { HttpClientModule } from '@angular/common/http'

Agregar la importación también en el apartado imports:

imports: [

    BrowserModule,

    HttpClientModule,

    SharedModule,

    GifsModule

  ],

Creamos el constructor e inyectamos el servicio en gifs.services.ts:

constructor(private http: HttpClient) {}

Importar nuevo módulo en heroes.module.ts el módulo es:

FormsModule

Two way data binding: Emite como recibe eventos o propiedades

<input

                type="text"

                placeholder="Nombre"

                name="nombre"

                [(ngModel)]="nuevo.nombre"

/>

Crear nuevo componente:

ng g c dbz/personajes --skipTests

Borrar el archivo css

Eliminar la importación del css en nuevoArchivo.component.ts

Eliminar el implements onInit de la clase PersonajesComponent, junto con el constructor y la llamada

**Crear la carpeta services**

Crear archivo dbz.service.ts

Actualizar el archivo dbz.modules.ts, se agrega en un nuevo apartado:

providers: [

    DbzService

]

**PARA TIPADO**

Abrir: quicktype.io

Copiar la respuesta de Postman (en Json) y pegar en la ventana izquierda de quicktype.

En options/languaje Cambiar el lenguaje a typescript

Luego copiar el codigo (copy code)

Crear una interfase en el proyecto

Gifs/interface/gifs.interface.ts

Pegar en el archivo el codigo copiado

Cambiar el tipado any por el nuevo SearchGifResponse

**LOCAL STORAGE**

**PARA GENERAR VERSION DE PRODUCCION**

$ ng build --prod

**Cap. 121:**

Regiones del res countries.

Copiamos el end point correspondiente

Copiamos las regiones y creamos un arreglo con los elementos:

 Africa, Americas, Asia, Europe, Oceania

**por-region.component.ts:**

export class PorRegionComponent {

regiones: string[] = [ 'africa', 'americas', 'asia', 'europe', 'oceania'];

Implementamos el arreglo en nuestro html.

**por-region.component.html:**

<h3>Buscar por región <small> region activa </small></h3>

<hr>

<h5>Seleccione la región</h5>

<div class="row">

    <div class="col">

        <button \*ngFor="let region of regiones"

            class="btn btn-outline-primary">

            {{ region }}

        </button>

    </div>

</div>

Los botones que aparecen podemos dar formato en la sección stiyles de su componente, de esta manera solo afecta a los botones de este componente.

**por-region.component.ts:**

@Component({

  selector: 'app-por-region',

  templateUrl: './por-region.component.html',

  styles: [ `

    button {

      margin-right: 5px;

    }

  `

  ]

})

Para ver cual región se hizo clic para activar el botón, creamos el método correspondiente, mas otro método para dejar activado el botón.

**por-region..ts:**

regiones: string[] = [ 'africa', 'americas', 'asia', 'europe', 'oceania'];

  regionActiva: string = '';

  constructor() { }

  getClaseCSS( region: string ): string {

    return (region === this.regionActiva)

      ? 'btn btn-primary'

      : 'btn btn-outline-primary';

  }

  activarRegion( region: string ) {

    this.regionActiva = region;

  }

Implementamos los métodos, actualizamos también la variable *regionActiva*

**por-region..html:**

<h3>Buscar por región <small> {{ regionActiva | titlecase }} </small></h3>

<hr>

<h5>Seleccione la región</h5>

<div class="row">

    <div class="col">

        <button \*ngFor="let region of regiones"

            [class]="getClaseCSS( region )"

            (click)="activarRegion( region )">

            {{ region | titlecase }}

        </button>

    </div>

</div>

**Cap. 124:**

Creamos el servicio para la búsqueda con el path correspondiente

https://restcountries.com/v3.1/region/{region}

**pais-service.ts:**

buscarRegion(region: string): Observable<Country[]> {

    const url = `${ this.apiUrl }/region/${ region }`;

    return this.http.get<Country[]>(url);

  }

Inyectamos el servicio en el constructor e implementamos el método para la búsqueda por región.

**por-region..ts:**

regionActiva: string = '';

  paises: Country[] = [];

  constructor(private paisService: PaisService) { }

  getClaseCSS( region: string ): string {

    return (region === this.regionActiva)

      ? 'btn btn-primary'

      : 'btn btn-outline-primary';

  }

  activarRegion( region: string ) {

    if ( region === this.regionActiva ) { return; }

    this.regionActiva = region;

    this.paises = [];

    this.paisService.buscarRegion( region )

      .subscribe( paises => {

        this.paises = paises

      });

  }

**por-region..html:**

<div \*ngIf="paises.length > 0" class="row">

    <div class="col">

        <app-pais-tabla [paises]="paises">

        </app-pais-tabla>

    </div>

</div>

**Cap. 128:**

Creamos la lista de sugerencias, primero trabajos el html

**por-pais..html:** debajo del *div* de búsqueda y antes del <hr> y \*ngIf = “Hay error” hacemos el esquema

<ul class="list-group">

    <li class="list-group-item list-group-item-action">

        nombre pais

    </li>

</ul>

Luego personalizamos el cursor en la sección *styles* de su componente.

**En por-pais..ts**

selector: 'app-por-pais',

  templateUrl: './por-pais.component.html',

  styles: [

    `

      li {

        cursor: pointer;

      }

    `

  ]

Luego en el mismo archivo

sugerencias(termino: string): void {

    this.hayError = false;

    this.paisService.buscarPais( termino )

      .subscribe( paises => this.paisesSugeridos = paises.splice(0,5),

      (err) => this.paisesSugeridos = []

    );

}

Se debe crear también dentro de la clase, la variable tipo array:

 hayError: boolean = false;

 paises: Country[] = [];

 paisesSugeridos: Country[] = [];

En **por-pais..html:**

<ul class="list-group">

    <li \*ngFor="let pais of paisesSugeridos"

        class="list-group-item list-group-item-action">

        <a class="nav-link"

            [routerLink]="['/pais', pais.cca2]">

            {{ pais.name.common }}

        </a>

    </li>

</ul>

Para el *footer*, agregamos en

**style.css:**

body {

    position: relative;

    padding-bottom: 3em;

    min-height: 96vh;

}

footer {

    background-color: lightcoral;

    padding: 1em 0;

    text-align: center;

    position: absolute;

    bottom: 0;

    width: 100%;

}

**PIPES**

**Cap. 133:**

Crear nuevo proyecto:

$ng new 04-pipesApp

Consultar la documentación oficial de Angular en la parte de Pipes:

<https://angular.io/api/common/CommonModule#pipes>

Consultar también PRIMENG:

<https://www.primefaces.org/primeng/#/>

Ir a *Get Started* para consultas

Una vez terminada la generación del proyecto, iniciar:

$ng serve -o

Luego instalamos los nuevos componentes:

$npm install primeng primeicons

Detener el servidor para mas instalaciones:

$Ctrl + C

En la parte de *styles* de la página PrimeNG encontramos los 3 comandos a instalar:

node\_modules/primeicons/primeicons.css

node\_modules/primeng/resources/themes/lara-light-blue/theme.css

node\_modules/primeng/resources/primeng.min.css

Instalar en el archivo **angular.json** del proyecto en el apartado de *styles*:

Agregar las “” y las , respectivas para que se mantenga como un archivo JSON válido.

],

"styles": [

    "src/styles.css",

    "node\_modules/primeicons/primeicons.css",

    "node\_modules/primeng/resources/themes/lara-light-blue/theme.css",

    "node\_modules/primeng/resources/primeng.min.css"

],

"scripts": []

Luego volver a levantar la aplicación:

$ng serve

Más debajo de la página **PRIMENG** en la sección *Free Themes* podemos buscar en órden alfabetico el tema que vamos a utilizar:

primeng/resources/themes/vela-blue/theme.css

Copiamos en el archivo **angular.json** y corregimos la ruta correcta, borramos el otro tema que no utilizaremos:

"styles": [

"src/styles.css",

"node\_modules/primeicons/primeicons.css",

"node\_modules/primeng/resources/themes/lara-light-blue/theme.css", //ELIMINAR

"node\_modules/primeng/resources/themes/vela-blue/theme.css",

"node\_modules/primeng/resources/primeng.min.css"

],

**SECCION 12**

**HEROES APP – LAZY LOUD**

Iniciar proyecto: *heoresApp*

Instalamos *Angular Material*:

<https://material.angular.io/>

Entramos a: *Guides*

*Getting Started*

Obtenemos el comando de instalación:

ng add @angular/material

Seleccionar tema: Purple/Green

Set up global Angular Material Typography styles?: Y

Set up browser animations for Angular Material?: Y

Levantar la app.

Crear los siguientes MÓDULOS todos en la raiz de la app:

Auth ( autenticación )

heroes

material

Creamos una carpeta dentro de AUTHllamada PAGES

Adentro creamos los siguientes *components:*

auth/pages/login --skip -tests -is

auth/pages/registro --skip -tests -is

Creamos una carpeta dentro de HERORES*,* llamada PAGES

Adentro craemos los siguientes components:

heroes/pages/agregar --skip -tests -is

heroes/pages/buscar --skip -tests -is

heroes/pages/heroe --skip -tests -is

heroes/pages/home --skip -tests -is

heroes/pages/listado --skip -tests -is

Dentro de los module.ts NO SE EXPORTA NADA, así se carga de manera Lazy Laud

Creamos una carpeta en la raiz de la App, llamada SHARED, adetro creamos un component:

shared/errorPage --skip -tests -is

**Cap. 175:**

Creamos el módulo para nuestras rutas principales:

$ng g m appRouting --flat (flat es para que NO lo cree dentro de una nueva carpeta, sino en la raiz)

**app-routing.module.ts:**

Borrar la importación del { CommonModule }

Borrar también las declaraciones: declarations: [],

Crear la constante para las *Routes:*

*const routes: Routes = []* (import { Routes }… )

Luego crear los paths

import { RouterModule, Routes } from '@angular/router';

import { ErrorPageComponent } from './shared/error-page/error-page.component';

const routes: Routes = [

  {

    path: '404',

    component: ErrorPageComponent // se encuentra definido de forma global en

// app.module. Para llamar a otros componentes

// deberiamos importarlos en el app.module

  },

  {

    path: '\*\*',

    component: ErrorPageComponent

  }

];

@NgModule({

  imports: [

    RouterModule.forRoot( routes )

  ],

  exports: [

    RouterModule

  ]

})

export class AppRoutingModule { }

Agregamos también el nuevo módulo creado en app.module.ts

**app.module.ts:**

 imports: [

    BrowserModule,

    BrowserAnimationsModule,

    AppRoutingModule

  ],

En

**app.component.html:** Agregamos el módulo <router-outlet> con esto le indicamos a Angular que dependiendo de la ruta en donde se encuentre, que haga match con lo definido dentro de este módulo.

<h1>Hola mundo</h1>

<router-outlet></router-outlet>

**Cap. 176:**

Creamos el módulo:

$ng g m auth/authRouting --flat

Luego en

**auth-authRouting.module.ts:**

const routes: Routes = [

  {

    path: '',

    children: [

      {

        path: 'login',

        component: LoginComponent

      },

      {

        path: 'registro',

        component: RegistroComponent

      },

      {

        path: '\*\*',

        redirectTo: 'login'

      }

    ]

  }

]

Luego mas abajo, borramos declarations: [ ] y CommonModule, agregamos los imports y exports:

@NgModule({

  declarations: [], // borrar

  imports: [

    CommonModule,

    RouterModule.forChild( routes )

  ],

  exports: [

    RouterModule

  ]

})

export class AuthRoutingModule { }

En **auth.module.ts:** Importamos el auth-routing para poder utilizarlo en ese módulo

@NgModule({

  declarations: [

    LoginComponent,

    RegistroComponent

  ],

  imports: [

    CommonModule,

    AuthRoutingModule

  ]

})

**app-routing.module.ts:**

Agregamos un nuevo path y definimos la ruta hija.

const routes: Routes = [

  {

    path: 'auth',

    loadChildren: () => import( './auth/auth.module' ).then( m => m.AuthModule )

  },

  {

    path: '404',

    component: ErrorPageComponent

  },

En **error-page.component.ts:**

Para visualizar mejor como funciona, agregamos links

<p>error-page works!</p>

<a routerLink="/auth/login">

    Ir a login

</a>

<a routerLink="/auth/registro">

    Ir a registro

</a>

**Cap. 178:**

Creamos el módulo:

$ ng g m heores/heroesRouting --flat

import { Routes, RouterModule } from '@angular/router';

import { ListadoComponent } from './pages/listado/listado.component';

import { AgregarComponent } from './pages/agregar/agregar.component';

import { BuscarComponent } from './pages/buscar/buscar.component';

import { HeroeComponent } from './pages/heroe/heroe.component';

const routes: Routes = [

  {

    path: '',

    children: [

      {

        path: 'listado',

        component: ListadoComponent

      },

      {

        path: 'agregar',

        component: AgregarComponent

      },

      {

        path: 'editar/:id',

        component: AgregarComponent

      },

      {

        path: 'buscar',

        component: BuscarComponent

      },

      {

        path: ':id',

        component: HeroeComponent

      },

      {

        path: '\*\*',

        redirectTo: 'listado'

      }

    ]

  }

];

@NgModule({

  imports: [

    RouterModule.forChild( routes )

  ],

  exports: [

    RouterModule

  ]

})

export class HeroesRoutingModule { }

**heroes.module.ts:**

imports: [

    CommonModule,

    FlexLayoutModule,

    MaterialModule,

    HeroesRoutingModule

  ]

**app.routing.module.ts:**

const routes: Routes = [

  {

    path: 'auth',

    loadChildren: () => import( './auth/auth.module' ).then( m => m.AuthModule )

  },

  {

    path: 'heroes',

    loadChildren: () => import( './heroes/heroes.module' ).then( m => m.HeroesModule )

  },

**home.component.ts:**

Agregamos para visualizar:

<h1>Home component</h1>

<hr>

<router-outlet></router-outlet>

**heroes.routing.module.ts:**

const routes: Routes = [

  {

    path: '',

    component: HomeComponent,

    children: [

      {

        path: 'listado',

        component: ListadoComponent

      },

**Cap. 184:**

Bajamos la aplicación.

**material.module.ts:**

Borramos lo que no se va utilizar

import { NgModule } from '@angular/core';

import { CommonModule } from '@angular/common';

@NgModule({

  declarations: [],

  imports: [

    CommonModule

  ]

})

export class MaterialModule { }

Solo utilizaremos el *exports* para exportar todos los módulos de Angular que vamos a utilizar

Luego de la página *npm* instalamos el *Angular Flex Layout.*

<https://www.npmjs.com/package/@angular/flex-layout>

npm i @angular/flex-layout

Luego nos vamos al repositorio en Git Hab de este mismo componente:
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Vamos hasta Getting Started y compiamos el link para instalar:

npm i -s @angular/flex-layout @angular/cdk

Luego relizar la importación solo en el módulo donde vamos a utilizarlo, en este caso solo en Heroes:

![Interfaz de usuario gráfica, Texto, Aplicación, Correo electrónico

Descripción generada automáticamente](data:image/png;base64,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)

**Heroes.module.ts:**

import { FlexLayoutModule } from '@angular/flex-layout';

import { HeroesRoutingModule } from './heroes-routing.module';

@NgModule({

  declarations: [

    AgregarComponent,

    BuscarComponent,

    HeroeComponent,

    HomeComponent,

    ListadoComponent

  ],

  imports: [

    CommonModule,

    FlexLayoutModule,

    HeroesRoutingModule

  ]

})

export class HeroesModule { }

**Cap. 185:**

Vamos a *Angular Component* y descargarmos:

**Sidenav**

Entramos en la pestaña API copiamos el enlace:

import {MatSidenavModule} from '@angular/material/sidenav';

**material.module.ts:**

import { NgModule } from '@angular/core';

import { MatSidenavModule } from '@angular/material/sidenav';

@NgModule({

    exports: [

        MatSidenavModule

    ]

})

export class MaterialModule { }

**heroes.module.ts:** Lo importamos aquí

imports: [

    CommonModule,

    FlexLayoutModule,

    MaterialModule,

    HeroesRoutingModule

  ]

Vamos a *Angular Component* y descargarmos:

**Toolbar**

Entramos en la pestaña API copiamos el enlace, lo pegamos en *material*:

import {MatToolbarModule} from '@angular/material/toolbar';

import { NgModule } from '@angular/core';

import { MatSidenavModule } from '@angular/material/sidenav';

import { MatToolbarModule } from '@angular/material/toolbar';

@NgModule({

    exports: [

        MatSidenavModule,

        MatToolbarModule

    ]

})

export class MaterialModule { }

**app.component.ts:**

Borramos el Hola mundo, solo queda el *<router-outlet>*

**home.component.ts:**

Borramos todo el contenido existente

Componente de *Angular Material:*

**Button**

Siempre en la pestaña API

import {MatButtonModule} from '@angular/material/button';

**material.module.ts:**

import { MatButtonModule } from '@angular/material/button';

import { MatSidenavModule } from '@angular/material/sidenav';

import { MatToolbarModule } from '@angular/material/toolbar';

@NgModule({

    exports: [

        MatButtonModule,

        MatSidenavModule,

        MatToolbarModule

Componente de *Angular Material:*

**Icon**

Siempre en la pestaña API

import {MatIconModule} from '@angular/material/icon';

**material.module.ts:**

import { MatButtonModule } from '@angular/material/button';

import { MatIconModule } from '@angular/material/icon';

import { MatSidenavModule } from '@angular/material/sidenav';

import { MatToolbarModule } from '@angular/material/toolbar';

@NgModule({

    exports: [

        MatButtonModule,

        MatIconModule,

        MatSidenavModule,

        MatToolbarModule

**Cap. 186:**

Componente de *Angular Material:*

**list**

Siempre en la pestaña API

import {MatListModule} from '@angular/material/list';

import { MatButtonModule } from '@angular/material/button';

import { MatIconModule } from '@angular/material/icon';

import { MatListModule } from '@angular/material/list';

import { MatSidenavModule } from '@angular/material/sidenav';

import { MatToolbarModule } from '@angular/material/toolbar';

@NgModule({

    exports: [

        MatButtonModule,

        MatIconModule,

        MatListModule,

        MatSidenavModule,

        MatToolbarModule

**home.componen.html:**

<mat-sidenav-container fullscreen>

        <mat-sidenav #sidenav mode="push">

            <!--

            <h1>Sidenav en esto se basa el ancho del material</h1>

            -->

            <mat-toolbar color="primary">

                <span>Menú</span>

                <button mat-icon-button

                    (click)="sidenav.toggle()">

                    <mat-icon>menu</mat-icon>

                </button>

            </mat-toolbar>

            <mat-nav-list>

                <a routerLink="./listado" mat-list-item (click)="sidenav.toggle()">

                    <mat-icon mat-list-icon>label</mat-icon>

                    <span>Listado de héroes</span>

                </a>

            </mat-nav-list>

            <mat-nav-list>

                <a routerLink="./agregar" mat-list-item (click)="sidenav.toggle()">

                    <mat-icon mat-list-icon>add</mat-icon>

                    <span>Añadir héroe</span>

                </a>

            </mat-nav-list>

            <mat-nav-list>

                <a routerLink="./buscar" mat-list-item (click)="sidenav.toggle()">

                    <mat-icon mat-list-icon>search</mat-icon>

                    <span>Buscar héroe</span>

                </a>

            </mat-nav-list>

        </mat-sidenav>

        <mat-toolbar>

            <button mat-icon-button

                (click)="sidenav.toggle()">

                <mat-icon>

                    menu

                </mat-icon>

            </button>

        </mat-toolbar>

        <div class="container">

            <router-outlet></router-outlet>

        </div>

    </mat-sidenav-container>

Formateamos la clase *container* en su archivo componente.

**home.component.ts:**

@Component({

  selector: 'app-home',

  templateUrl: './home.component.html',

  styles: [`

    .container {

      margin: 10px;

    }

  `]

})

Creamos un nuevo botón, el *Logout.*

Luego creamos una clase global para configuar el *flex* con la clase *spacer*, esto toma todo el espacio restante y coloca el elemento al final.

**styles.css**

.spacer {

    flex: 1 1 auto;

}

Para aplicar esta clase, lo colocamos en un <span> antes del nuevo botón creado

**home.component.ts:**

  <mat-toolbar>

            <button mat-icon-button

                (click)="sidenav.toggle()">

                <mat-icon>

                    menu

                </mat-icon>

            </button>

            <span class="spacer"></span>

            <button mat-button>

                Logout

            </button>

   </mat-toolbar>

También agregamos la misma clase creada, mas arriba en el botón del menú

 <mat-toolbar color="primary">

                <span>Menú</span>

                <span class="spacer"></span>

                <button mat-icon-button

                    (click)="sidenav.toggle()">

                    <mat-icon>menu</mat-icon>

                </button>

 </mat-toolbar>

CREACION DE UN JSON SERVER

**Cap. 187:**

Instalamos desde el NPM:

<https://www.npmjs.com/package/json-server>

Instalamos de manera global:

npm install -g json-server

Descargar el archivo existente en el curso, *db.json*, crear en una carpeta llamda *05-heroes-server*

Luego, debemos levantar el servidor desde la carpeta que acabamos de crear

json-server --watch db.json

Descargar también las imágenes del curso (carpeta imágenes + archivo no-image.png), guardar en la carpeta del proyecto:

app/src/assets

**Cap. 188:**

Creamos una nueva carpeta *services* y un nuevo servicio para nuestros heroes, en: app/heroes/services

$ng g s heroes/services/heroes --stip-tests

Con esto el servicio se ejecuta de manera global en la app, se provee en el root. Si queremos ejecutar solo en el módulo, debemos proveer en el módulo *heroes.module*.

Instalamos el servicio HTTP

**app.module.ts:**

import { HttpClientModule } from "@angular/common/http";

@NgModule({

  declarations: [

    AppComponent,

    ErrorPageComponent

  ],

  imports: [

    BrowserModule,

    BrowserAnimationsModule,

    HttpClientModule,

    AppRoutingModule

  ],

Luego ya podemos usar este servicio en el nuevo service de heroes creado, entonces lo configuarmos

**heroes.service.ts:**

export class HeroesService {

  constructor( private http: HttpClient ) { }

  getHeroes() {

    return this.http.get('http://localhost:3000/heroes')

  }

}

Inyectamos este servicio en listado.component.

**listado.component.ts:**

export class ListadoComponent implements OnInit {

  constructor( private heroesService: HeroesService ) { }

  ngOnInit(): void {

    this.heroesService.getHeroes()

      .subscribe( resp => console.log( resp ) );

  }

}

Utilzamos el <https://app.quicktype.io/> para formatear nuestros datos

Obtenemos los datos de nuestra petición GET del Postman y lo pegamos en Quicktype

Copiamos el formato obtenido, le ponemos el nombre: Heroe

Crear carpeta *interfaces* pero la utilizaremos solo dentro de la carpeta *héroes*, adentro creamos nuestro archivo para interface:

heroes/interfaces/heroe.interface.ts

**heroe.interface.ts:**

hacemos las siguientes modificaciones:

* al id le definimos como opcional: ?
* agregamos el campo alt\_img?: string. Y también lo definimos como opcional

export interface Heroe {

    id?:               string;

    superhero:        string;

    publisher:        Publisher;

    alter\_ego:        string;

    first\_appearance: string;

    characters:       string;

    alt\_img?:         string;

}

export enum Publisher {

    DCComics = "DC Comics",

    MarvelComics = "Marvel Comics",

}

Entonces modificamos el archivo correspondiente, agregando el nuevo tipo de dato creado en la interface.

**heroes.service.ts:**

import { Observable } from 'rxjs';

import { Heroe } from '../interfaces/heroe.interface';

@Injectable({

  providedIn: 'root'

})

export class HeroesService {

  constructor( private http: HttpClient ) { }

  getHeroes(): Observable<Heroe[]> {

    return this.http.get<Heroe[]>('http://localhost:3000/heroes');

  }

}

**listado.component.ts:**

export class ListadoComponent implements OnInit {

  heroes: Heroe[] = [];

  constructor( private heroesService: HeroesService ) { }

  ngOnInit(): void {

    this.heroesService.getHeroes()

      //.subscribe( resp => console.log( resp ) );

      .subscribe( resp => {

        this.heroes = resp;

      });

}

**listado.component.html:**

<ul>

    <li \*ngFor="let heroe of heroes"

    >{{heroe.superhero}}</li>

</ul>

**Cap. 190:**

Componente de *Angular Material:*

**Card**

Siempre en la pestaña API

import {MatCardModule} from '@angular/material/card';

El archivo queda de esta manera

**listado.component.html:**

<!--

<ul>

    <li \*ngFor="let heroe of heroes"

    >{{heroe.superhero}}</li>

</ul>

-->

<h1>Listado de Héroes</h1>

<mat-divider></mat-divider>

<br>

<div fxLayout="row wrap"

    fxLayout.xs="column" //.xs (si es muy pequeña) utilizo forma de columna

    fxLayoutAlign="center" // alineación de las columnas

    fxLayoutGap="20px"> // separación entre columnas 20 px.

    <div fxFlex="20" // ocupará el 20% de la columna

        fxFlex.lg="15"

        fxFlex.sm="30"

        \*ngFor="let heroe of heroes">           <!-- le indicamos que ocupará 20 px. de la columna -->

        <mat-card>

            <mat-card-header>

                <mat-card-title>{{ heroe.superhero }}</mat-card-title>

                <mat-card-subtitle>{{ heroe.alter\_ego }}</mat-card-subtitle>

            </mat-card-header>

            <img mat-card-image src="assets/heroes/{{ heroe.id }}.jpg">

            <mat-card-content>

                <h3>{{ heroe.publisher }}</h3>

                <p>

                    <strong>Primera aparición: </strong> {{ heroe.first\_appearance }}

                    <br>

                    <strong>Personajes: </strong>{{ heroe.characters }}

                </p>

            </mat-card-content>

            <mat-card-actions>          <!-- espacio reservado para botones -->

                <button mat-button color="warn">

                    Leer mas...

                </button>

                <button mat-button color="info">

                    Editar

                </button>

            </mat-card-actions>

        </mat-card>

    </div>

</div>

**Cap. 192:**

Crear la carpeta components, y adentro el componente:

$ng g c heroes/components/heroeTarjeta --stip-tests -is

Podemos eliminar todo lo que no usaremos, y agregamos el @Input para pasarle la variable

**heroe-tarjeta.component.ts:**

import { Component, Input } from '@angular/core';

import { Heroe } from '../../interfaces/heroe.interface';

@Component({

  selector: 'app-heroe-tarjeta',

  templateUrl: './heroe-tarjeta.component.html'

})

export class HeroeTarjetaComponent {

  @Input() heroe!: Heroe;

}

Movemos de *listado.component.html* todo el código de la etiqueta <mat-card> y lo pegamos en el nuevo componente creado *(heroeTarjeta)*, en lugar del código movido dejamos el marcador <app-heroe-tarjeta> y agregamos la variable pasada con el Input.

**listado.component.html:**

<div fxLayout="row wrap"

    fxLayout.xs="column"

    fxLayoutAlign="center"

    fxLayoutGap="20px">

    <div fxFlex="20"

        fxFlex.lg="15"

        fxFlex.sm="30"

        \*ngFor="let heroe of heroes">           <!-- le indicamos que ocupará 20 px. de la columna -->

       <app-heroe-tarjeta [heroe]="heroe"></app-heroe-tarjeta>

    </div>

</div>

Configuramos en *Styles* de *heroe-tarjeta.component.ts* el formato para las imágenes.

**heroe-tarjeta.component.ts:**

@Component({

  selector: 'app-heroe-tarjeta',

  templateUrl: './heroe-tarjeta.component.html',

  styles: [`

    mat-card {

      margin-top: 20px

    }

  `]

})

export class HeroeTarjetaComponent {

**Cap. 193:**

Utilizamos un Pipe para mostrar las imágenes.

**heroe.tarjeta.component.html:**

 <mat-card>

    <mat-card-header>

        <mat-card-title>{{ heroe.superhero }}</mat-card-title>

        <mat-card-subtitle>{{ heroe.alter\_ego }}</mat-card-subtitle>

    </mat-card-header>

    <!-- ponemos en comentario

        <img mat-card-image src="assets/heroes/{{ heroe.id }}.jpg">

    -->

    <img mat-card-image [src]="heroe | imagen">

Creamos la carpeta PIPES dentro de HEROES.

Adentro generamos el PIPE:

$ng g pipe heroes/pipes/imagen --stip-tests

Se genera este archivo.

**imagen.pipe.ts:**

import { Pipe, PipeTransform } from '@angular/core';

@Pipe({

  name: 'imagen'

})

export class ImagenPipe implements PipeTransform {

  transform(value: unknown, ...args: unknown[]): unknown {

    return null;

  }

}

Realizamos los cambios del archivo y queda de esta manera:

mport { Pipe, PipeTransform } from '@angular/core';

import { Heroe } from '../interfaces/heroe.interface';

@Pipe({

  name: 'imagen'

})

export class ImagenPipe implements PipeTransform {

  transform( heroe: Heroe ): string {

    return `assets/heroes/${ heroe.id }.jpg`;

    // esto debe retornar:  assets/heroes/dc-batman.jpg

  }

}

**Cap. 194:**

Configuramos los botones de LEER MAS y EDITAR

**heroe-tarjeta.component.html:**

<mat-card-actions>          <!-- espacio reservado para botones -->

        <button mat-button color="warn"

            [routerLink]="[ '/heroes', heroe.id ]">

            Leer mas...

        </button>

        <button mat-button color="info"

            [routerLink]="[ '/heroes/editar', heroe.id ]">

            Editar

        </button>

    </mat-card-actions>

En héroe.component necesitamos inyectar la función para leer el URL

**heroe.component.ts: (heroes/pages/heroe)**

export class HeroeComponent implements OnInit {

  constructor( private activatedRoute: ActivatedRoute ) { }

  ngOnInit(): void {

    this.activatedRoute.params

      .subscribe( ({ id }) => console.log( id ))

  }

}

**Cap. 195:**

Componente de *Angular Material:*

**Grid list**

**Progres spinner**

Siempre en la pestaña API

import {MatGridListModule} from '@angular/material/grid-list';

import {MatProgressSpinnerModule} from '@angular/material/progress-spinner';

Actualizamos:

**material.module.ts:**

import { MatButtonModule } from '@angular/material/button';

import { MatCardModule } from '@angular/material/card';

import { MatGridListModule } from '@angular/material/grid-list';

import { MatIconModule } from '@angular/material/icon';

import { MatListModule } from '@angular/material/list';

import { MatProgressSpinnerModule } from '@angular/material/progress-spinner';

import { MatSidenavModule } from '@angular/material/sidenav';

import { MatToolbarModule } from '@angular/material/toolbar';

@NgModule({

    exports: [

        MatButtonModule,

        MatCardModule,

        MatGridListModule,

        MatIconModule,

        MatListModule,

        MatProgressSpinnerModule,

        MatSidenavModule,

        MatToolbarModule

Agregamos un nuevo servicio:

**heroes.service.ts:**

export class HeroesService {

  constructor( private http: HttpClient ) { }

  getHeroes(): Observable<Heroe[]> {

    return this.http.get<Heroe[]>('http://localhost:3000/heroes');

  }

  getHeroesPorId( id: string ): Observable<Heroe> {

    return this.http.get<Heroe>(`http://localhost:3000/heroes/${ id }`);

  }

}

**heroe.component.ts:**

Inyectar en el constructor el servicio *heroeService*, agregamos el *.pipe* y modificamos el *subscribe*

import { Component, OnInit } from '@angular/core';

import { ActivatedRoute } from '@angular/router';

import { switchMap } from 'rxjs';

import { Heroe } from '../../interfaces/heroe.interface';

import { HeroesService } from '../../services/heroes.service';

...

...

export class HeroeComponent implements OnInit {

  heroe!: Heroe;

  constructor( private activatedRoute: ActivatedRoute,

              private heoresService: HeroesService) { }

  ngOnInit(): void {

    this.activatedRoute.params

      .pipe(

        switchMap( ({ id }) => this.heoresService.getHeroesPorId(id) )

      )

      .subscribe( heroe => this.heroe = heroe );

  }

}

Entonces el *heroe.component.html* queda de esta manera

**heroe.component.html:**

<mat-grid-list cols="1" \*ngIf="!heroe; else divHeroe">

    <mat-grid-tile>

        <mat-spinner></mat-spinner>

    </mat-grid-tile>

</mat-grid-list>

<ng-template #divHeroe>

    <div fxLayout="row"

        fxLayout.xs="column"

        fxLayoutGap="30px">

        <div fxFlex="50">

            <h1>{{ heroe.superhero }} <small>- {{ heroe.alter\_ego }}</small></h1>

            <mat-divider></mat-divider>

            <br>

            <img [src]="heroe | imagen">

        </div>

        <div fxFlex="50">

            <h1>{{ heroe.publisher }}</h1>

            <mat-list>

                <mat-list-item>{{ heroe.first\_appearance }}</mat-list-item>

                <mat-list-item>{{ heroe.characters }}</mat-list-item>

                <mat-list-item>{{ heroe.publisher }}</mat-list-item>

                <mat-list-item>{{ heroe.alter\_ego }}</mat-list-item>

            </mat-list>

            <br>

            <button mat-button color="warn">

                Regresar

            </button>

        </div>

    </div>

</ng-template>

Programamos el botón *regresar* para que vuelva al listado, para eso importamos el *Router*, creamos el método *regresar.*

**heroe.component.ts:**

constructor( private activatedRoute: ActivatedRoute,

              private heoresService: HeroesService,

              private router: Router) { }

  ngOnInit(): void {

    this.activatedRoute.params

      .pipe(

        switchMap( ({ id }) => this.heoresService.getHeroesPorId(id) )

      )

      .subscribe( heroe => this.heroe = heroe );

  }

  regresar() {

    this.router.navigate(['/heroes/listado']);

  }

}

Implementamos en el html

**heroe.component.html:**

<button mat-button

                color="warn"

                (click)="regresar()">

                Regresar

</button>

**CAMBIANDO EL HOST DE DESARROLLO A PRODUCCIÓN CON VARIABLES DE ENTORNO**

Vamos al archivo *src/enviroments/enviroments.prod.ts* y *enviroments.ts*, allí pegamos el path que se encuentra en nuestro archivo de servicios, el cual será reemplazado (el path sin la / al final).

**heroes.services.ts:**

export class HeroesService {

  constructor( private http: HttpClient ) { }

  getHeroes(): Observable<Heroe[]> {

    return this.http.get<Heroe[]>('http://localhost:3000/heroes');

  }

  getHeroesPorId( id: string ): Observable<Heroe> {

    return this.http.get<Heroe>(`http://localhost:3000/heroes/${ id }`);

  }

}

Ahora creamos la variable URL para desarrollo :

**enviroment.ts:**

export const environment = {

  production: false,

  baseUrl: 'http://localhost:3000'

};

La misma variable para producción, ya con la dirección correcta de nuestra API

**enviroment.prod.ts:**

export const environment = {

  production: true,

  baseUrl: 'http://direccion-correcta/api'

};

Ya podemos reemplazar la variable creada, en nuestro servicio, creamos la variable de entorno, ATENDEMOS que al importar el *enviromet* no nos traiga el de PRODUCCION.

**heroes.service.ts:**

import { environment } from '../../../environments/environment.prod'; \*\*ATENCION\*\*

@Injectable({

  providedIn: 'root'

})

export class HeroesService {

  private baseUrl: string = environment.baseUrl;

  constructor( private http: HttpClient ) { }

  getHeroes(): Observable<Heroe[]> {

    return this.http.get<Heroe[]>(`${ this.baseUrl }/heroes`);

  }

  getHeroesPorId( id: string ): Observable<Heroe> {

    return this.http.get<Heroe>(`${ this.baseUrl }/heroes/${ id }`);

  }

}

Pie de página